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Register is a very fast computer memory, used to store data/instruction in-execution.

A **Register** is a group of flip-flops with each flip-flop capable of storing **one bit** of information. An *n-bit* register has a group of *n flip-flops* and is capable of storing binary information of *n-bits*.

A register consists of a group of flip-flops and gates. The flip-flops hold the binary information and gates control when and how new information is transferred into a register. Various types of registers are available commercially. The simplest register is one that consists of only flip-flops with no external gates.

These days registers are also implemented as a register file.

## Loading the Registers

The transfer of new information into a register is referred to as loading the register. If all the bits of register are loaded simultaneously with a common clock pulse than the loading is said to be done in parallel.

## Register Transfer Language

The symbolic notation used to describe the micro-operation transfers amongst registers is called **Register transfer language**.

The term **register transfer** means the availability of **hardware logic circuits** that can perform a stated micro-operation and transfer the result of the operation to the same or another register.

The word **language** is borrowed from programmers who apply this term to programming languages. This programming language is a procedure for writing symbols to specify a given computational process.

Following are some commonly used registers:

1. **Accumulator**: This is the most common register, used to store data taken out from the memory.
2. **General Purpose Registers**: This is used to store data intermediate results during program execution. It can be accessed via assembly programming.
3. **Special Purpose Registers**: Users do not access these registers. These registers are for Computer system,
   * **MAR:** Memory Address Register are those registers that holds the address for memory unit.
   * **MBR:** Memory Buffer Register stores instruction and data received from the memory and sent from the memory.
   * **PC:** Program Counter points to the next instruction to be executed.
   * **IR:** Instruction Register holds the instruction to be executed.

## Register Transfer

Information transferred from one register to another is designated in symbolic form by means of replacement operator.

**R2 ← R1**

It denotes the transfer of the data from register R1 into R2.

Normally we want the transfer to occur only in predetermined control condition. This can be shown by following **if-then** statement: if (P=1) then (R2 ← R1)

Here P is a control signal generated in the control section.

## Control Function

A control function is a Boolean variable that is equal to 1 or 0. The control function is shown as:

**P: R2 ← R1**

The control condition is terminated with a colon. It shows that transfer operation can be executed only if P=1

## Micro-Operations

The operations executed on data stored in registers are called micro-operations. A micro-operation is an elementary operation performed on the information stored in one or more registers.

**Example:** Shift, count, clear and load.

**Types of Micro-Operations**

The micro-operations in digital computers are of 4 types:

1. Register transfer micro-operations transfer binary information from one register to another.
2. Arithmetic micro-operations perform arithmetic operations on numeric data stored in registers.
3. Logic micro-operations perform bit manipulation operation on non-numeric data stored in registers.
4. Shift micro-operations perform shift micro-operations performed on data.

### Arithmetic Micro-Operations

Some of the basic micro-operations are addition, subtraction, increment and decrement.

#### Add Micro-Operation

It is defined by the following statement:

*R3 → R1 + R2*

The above statement instructs the data or contents of register R1 to be added to data or content of register R2 and the sum should be transferred to register R3.

#### Subtract Micro-Operation

Let us again take an example:

*R3 → R1 + R2' + 1*

In subtract micro-operation, instead of using minus operator we take **1's compliment** and add 1 to the register which gets subtracted, i.e **R1 - R2** is equivalent to **R3 → R1 + R2' + 1**

**Increment/Decrement Micro-Operation**

Increment and decrement micro-operations are generally performed by adding and subtracting 1 to and from the register respectively.

*R1 → R1 + 1*

*R1 → R1 – 1*

|  |  |
| --- | --- |
| **Symbolic Designation** | **Description** |
| R3 ← R1 + R2 | Contents of R1+R2 transferred to R3. |
| R3 ← R1 - R2 | Contents of R1-R2 transferred to R3. |
| R2 ← (R2)' | Compliment the contents of R2. |
| R2 ← (R2)' + 1 | 2's compliment the contents of R2. |
| R3 ← R1 + (R2)' + 1 | R1 + the 2's compliment of R2 (subtraction). |
| R1 ← R1 + 1 | Increment the contents of R1 by 1. |
| R1 ← R1 - 1 | Decrement the contents of R1 by 1. |

#### Logic Micro-Operations

These are binary micro-operations performed on the bits stored in the registers. These operations consider each bit separately and treat them as binary variables.

Let us consider the X-OR micro-operation with the contents of two registers R1 and R2.

*P: R1 ← R1 X-OR R2*

In the above statement we have also included a Control Function.

Assume that each register has 3 bits. Let the content of R1 be **010** and R2 be **100**. The X-OR micro-operation will be:
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#### Shift Micro-Operations

These are used for serial transfer of data. That means we can shift the contents of the register to the left or right. In the **shift left** operation the serial input transfers a bit to the right most position and in **shift right** operation the serial input transfers a bit to the left most position.

4=100 --🡪010 (2) 🡨--1000(8)

There are three types of shifts as follows:

**a) Logical Shift**

It transfers 0 through the serial input. The symbol **"shl"** is used for logical shift left and **"shr"** is used for logical shift right.

*R1 ← she R1*

*R1 ← she R1*

The register symbol must be same on both sides of arrows.

**b) Circular Shift**

This circulates or rotates the bits of register around the two ends without any loss of data or contents. In this, the serial output of the shift register is connected to its serial input. **"cil"** and **"cir"** is used for circular shift left and right respectively.

101-🡪R >>110 <<011

**c) Arithmetic Shift**

This shifts a signed binary number to left or right. An **arithmetic shift left** multiplies a signed binary number by 2 and **shift left** divides the number by 2. Arithmetic shift micro-operation leaves the sign bit unchanged because the signed number remains same when it is multiplied or divided by 2.

## Arithmetic Logical Unit

Instead of having individual registers performing the micro-operations, computer system provides a number of registers connected to a common unit called as Arithmetic Logical Unit (ALU). ALU is the main and one of the most important unit inisde CPU of computer. All the logical and mathematical operations of computer are performed here. The contents of specific register is placed in the in the input of ALU. ALU performs the given operation and then transfer it to the destination register.
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1.5 =0001.1

#### IEEE-754 32-bit Single-Precision Floating-Point Numbers

In 32-bit single-precision floating-point representation:

* The most significant bit is the sign bit (S), with 0 for positive numbers and 1 for negative numbers.
* The following 8 bits represent exponent (E).
* The remaining 23 bits represents fraction (F).

![float](data:image/png;base64,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)

##### Normalized Form

Let's illustrate with an example, suppose that the 32-bit pattern is 1 1000 0001 011 0000 0000 0000 0000 0000, with:

* S = 1
* E = 1000 0001
* F = 011 0000 0000 0000 0000 0000

In the normalized form, the actual fraction is normalized with an implicit leading 1 in the form of 1.F. In this example, the actual fraction is 1.011 0000 0000 0000 0000 0000 = 1 + 1×2^-2 + 1×2^-3 = 1.375 D.

The sign bit represents the sign of the number, with S=0 for positive and S=1 for negative number. In this example with S=1, this is a negative number, i.e., -1.375D.

In normalized form, the actual exponent is E-127 (so-called excess-127 or bias-127). This is because we need to represent both positive and negative exponent. With an 8-bit E, ranging from 0 to 255, the excess-127 scheme could provide actual exponent of -127 to 128. In this example, E-127=129-127=2D.

Hence, the number represented is -1.375×2^2=-5.5D.

##### De-Normalized Form

Normalized form has a serious problem, with an implicit leading 1 for the fraction, it cannot represent the number zero! Convince yourself on this!

De-normalized form was devised to represent zero and other numbers.

For E=0, the numbers are in the de-normalized form. An implicit leading 0 (instead of 1) is used for the fraction; and the actual exponent is always -126. Hence, the number zero can be represented with E=0 and F=0 (because 0.0×2^-126=0).

We can also represent very small positive and negative numbers in de-normalized form with E=0. For example, if S=1, E=0, and F=011 0000 0000 0000 0000 0000. The actual fraction is 0.011=1×2^-2+1×2^-3=0.375D. Since S=1, it is a negative number. With E=0, the actual exponent is -126. Hence the number is -0.375×2^-126 = -4.4×10^-39, which is an extremely small negative number (close to zero).

##### Summary

In summary, the value (N) is calculated as follows:

* For 1 ≤ E ≤ 254, N = (-1)^S × 1.F × 2^(E-127). These numbers are in the so-called normalized form. The sign-bit represents the sign of the number. Fractional part (1.F) are normalized with an implicit leading 1. The exponent is bias (or in excess) of 127, so as to represent both positive and negative exponent. The range of exponent is -126 to +127.
* For E = 0, N = (-1)^S × 0.F × 2^(-126). These numbers are in the so-called denormalized form. The exponent of 2^-126 evaluates to a very small number. Denormalized form is needed to represent zero (with F=0 and E=0). It can also represents very small positive and negative number close to zero.
* For E = 255, it represents special values, such as ±INF (positive and negative infinity) and NaN (not a number). This is beyond the scope of this article.

**Example 1:** Suppose that IEEE-754 32-bit floating-point representation pattern is 0 10000000 110 0000 0000 0000 0000 0000.

Sign bit S = 0 ⇒ positive number

E = 1000 0000B = 128 D (in normalized form)

110 0000 0000 0000 0000 0000.

1+2^-1+2^-2

Fraction is 1.11B (with an implicit leading 1) = 1 + 1×2^-1 + 1×2^-2 = 1.75D

+F\*2^(E-127)=

The number is +1.75 × 2^(128-127) = +3.5D

**Example 2:** Suppose that IEEE-754 32-bit floating-point representation pattern is 1 01111110 100 0000 0000 0000 0000 0000.

Sign bit S = 1 ⇒ negative number

E = 0111 1110B = 126D (in normalized form)

Fraction is 1.1B (with an implicit leading 1) = 1 + 2^-1 = 1.5D

The number is -1.5 × 2^(126-127) = -0.75D

**Example 3:** Suppose that IEEE-754 32-bit floating-point representation pattern is 1 01111110 000 0000 0000 0000 0000 0001.

Sign bit S = 1 ⇒ negative number

E = 0111 1110B = 126D (in normalized form)

Fraction is 1.000 0000 0000 0000 0000 0001B (with an implicit leading 1) = 1 + 2^-23

The number is -(1 + 2^-23) × 2^(126-127) = -0.500000059604644775390625 (may not be exact in decimal!)

**Example 4 (De-Normalized Form):** Suppose that IEEE-754 32-bit floating-point representation pattern is 1 00000000 000 0000 0000 0000 0000 0001.

Sign bit S = 1 ⇒ negative number

E = 0 (in de-normalized form)

Fraction is 0.000 0000 0000 0000 0000 0001B (with an implicit leading 0) = 1×2^-23

The number is -2^-23 × 2^(-126) = -2×(-149) ≈ -1.4×10^-45

# Chapter 7 -- floating point arithmetic

about FLOATING POINT ARITHMETIC

-------------------------------

arithmetic operations on floating point numbers consist of

addition, subtraction, multiplication and division

the operations are done with algorithms similar to those used

on sign magnitude integers (because of the similarity of

representation) -- example, only add numbers of the same

sign. If the numbers are of opposite sign, must do subtraction.

ADDITION

example on decimal value given in scientific notation:

3.25 x 10 \*\* 3

+ 2.63 x 10 \*\* -1

-----------------

first step: align decimal points

second step: add

3.25 x 10 \*\* 3

+ 0.000263 x 10 \*\* 3

--------------------

3.250263 x 10 \*\* 3

(presumes use of infinite precision, without regard for accuracy)

third step: normalize the result (already normalized!)

example on fl pt. value given in binary:

.25 = 0 01111101 00000000000000000000000

100 = 0 10000101 10010000000000000000000

to add these fl. pt. representations,

step 1: align radix points

shifting the mantissa LEFT by 1 bit DECREASES THE EXPONENT by 1

shifting the mantissa RIGHT by 1 bit INCREASES THE EXPONENT by 1

we want to shift the mantissa right, because the bits that

fall off the end should come from the least significant end

of the mantissa

-> choose to shift the .25, since we want to increase it's exponent.

-> shift by 10000101

-01111101

---------

00001000 (8) places.

0 01111101 00000000000000000000000 (original value)

0 01111110 10000000000000000000000 (shifted 1 place)

(note that hidden bit is shifted into msb of mantissa)

0 01111111 01000000000000000000000 (shifted 2 places)

0 10000000 00100000000000000000000 (shifted 3 places)

0 10000001 00010000000000000000000 (shifted 4 places)

0 10000010 00001000000000000000000 (shifted 5 places)

0 10000011 00000100000000000000000 (shifted 6 places)

0 10000100 00000010000000000000000 (shifted 7 places)

0 10000101 00000001000000000000000 (shifted 8 places)

step 2: add (don't forget the hidden bit for the 100)

0 10000101 1.10010000000000000000000 (100)

+ 0 10000101 0.00000001000000000000000 (.25)

---------------------------------------

0 10000101 1.10010001000000000000000

step 3: normalize the result (get the "hidden bit" to be a 1)

it already is for this example.

result is

0 10000101 10010001000000000000000

SUBTRACTION

like addition as far as alignment of radix points

then the algorithm for subtraction of sign mag. numbers takes over.

before subtracting,

compare magnitudes (don't forget the hidden bit!)

change sign bit if order of operands is changed.

don't forget to normalize number afterward.

MULTIPLICATION

example on decimal values given in scientific notation:

3.0 x 10 \*\* 1

+ 0.5 x 10 \*\* 2

-----------------

algorithm: multiply mantissas

add exponents

3.0 x 10 \*\* 1

+ 0.5 x 10 \*\* 2

-----------------

1.50 x 10 \*\* 3

example in binary: use a mantissa that is only 4 bits so that

I don't spend all day just doing the multiplication

part.

0 10000100 0100

x 1 00111100 1100

-----------------

mantissa multiplication: 1.0100

(don't forget hidden bit) x 1.1100

------

00000

00000

10100

10100

10100

---------

1000110000

becomes 10.00110000

add exponents: always add true exponents

(otherwise the bias gets added in twice)

biased:

10000100

+ 00111100

----------

10000100 01111111 (switch the order of the subtraction,

- 01111111 - 00111100 so that we can get a negative value)

---------- ----------

00000101 01000011

true exp true exp

is 5. is -67

add true exponents 5 + (-67) is -62.

re-bias exponent: -62 + 127 is 65.

unsigned representation for 65 is 01000001.

put the result back together (and add sign bit).

1 01000001 10.00110000

normalize the result:

(moving the radix point one place to the left increases

the exponent by 1.)

1 01000001 10.00110000

becomes

1 01000010 1.000110000

this is the value stored (not the hidden bit!):

1 01000010 000110000

DIVISION

similar to multiplication.

true division:

do unsigned division on the mantissas (don't forget the hidden bit)

subtract TRUE exponents

The IEEE standard is very specific about how all this is done.

Unfortunately, the hardware to do all this is pretty slow.

Some comparisons of approximate times:

2's complement integer add 1 time unit

fl. pt add 4 time units

fl. pt multiply 6 time units

fl. pt. divide 13 time units

There is a faster way to do division. Its called

division by reciprocal approximation. It takes about the same

time as a fl. pt. multiply. Unfortunately, the results are

not always the same as with true division.

Division by reciprocal approximation:

instead of doing a / b

they do a x 1/b.

figure out a reciprocal for b, and then use the fl. pt.

multiplication hardware.

example of a result that isn't the same as with true division.

true division: 3/3 = 1 (exactly)

reciprocal approx: 1/3 = .33333333

3 x .33333333 = .99999999, not 1

It is not always possible to get a perfectly accurate reciprocal.

ISSUES in floating point

note: this discussion only touches the surface of some issues that

people deal with. Entire courses could probably be taught on each

of the issues.

rounding

--------

arithmetic operations on fl. pt. values compute results that cannot

be represented in the given amount of precision. So, we must round

results.

There are MANY ways of rounding. They each have "correct" uses, and

exist for different reasons. The goal in a computation is to have the

computer round such that the end result is as "correct" as possible.

There are even arguments as to what is really correct.

3 methods of rounding:

round toward 0 -- also called truncation.

figure out how many bits (digits) are available. Take that many

bits (digits) for the result and throw away the rest.

This has the effect of making the value represented closer

to 0.

example:

.7783 if 3 decimal places available, .778

if 2 decimal places available, .77

round toward + infinity --

regardless of the value, round towards +infinity.

example:

1.23 if 2 decimal places, 1.3

-2.86 if 2 decimal places, -2.8

round toward - infinity --

regardless of the value, round towards -infinity.

example:

1.23 if 2 decimal places, 1.2

-2.86 if 2 decimal places, -2.9

in binary -- rounding to 2 digits after radix point

----------------------------------------------------

round toward + infinity --

1.1101

|

1.11 | 10.00

------

1.001

|

1.00 | 1.01

-----

round toward - infinity --

1.1101

|

1.11 | 10.00

------

1.001

|

1.00 | 1.01

-----

round toward zero (TRUNCATE) --

1.1101

|

1.11 | 10.00

------

1.001

|

1.00 | 1.01

-----

-1.1101

|

-10.00 | -1.11

------

-1.001

|

-1.01 | -1.00

-----

round toward nearest --

ODD CASE:

if there is anything other than 1000... to the right

of the number of digits to be kept, then

rounded in IEEE standard such that the least significant

bit (to be kept) is a zero.

1.1111

|

1.11 | 10.00

------

1.1101

|

1.11 | 10.00

------

1.001 (ODD CASE)

|

1.00 | 1.01

-----

-1.1101 (1/4 of the way between)

|

-10.00 | -1.11

------

-1.001 (ODD CASE)

|

-1.01 | -1.00

-----

NOTE: this is a bit different than the "round to nearest" algorithm

(for the "tie" case, .5) learned in elementary school for decimal numbers.

use of standards

----------------

--> allows all machines following the standard to exchange data

and to calculate the exact same results.

--> IEEE fl. pt. standard sets

parameters of data representation (# bits for mantissa vs. exponent)

--> Pentium architecture follows the standard

overflow and underflow

----------------------

Just as with integer arithmetic, floating point arithmetic operations

can cause overflow. Detection of overflow in fl. pt. comes by checking

exponents before/during normalization.

Once overflow has occurred, an infinity value can be represented and

propagated through a calculation.

Underflow occurs in fl. pt. representations when a number is

to small (close to 0) to be represented. (show number line!)

if a fl. pt. value cannot be normalized

(getting a 1 just to the left of the radix point would cause

the exponent field to be all 0's)

then underflow occurs.

HW vs. SW computing

-------------------

floating point operations can be done by hardware (circuitry)

or by software (program code).

-> a programmer won't know which is occuring, without prior knowledge

of the HW.

-> SW is much slower than HW. by approx. 1000 times.

A difficult (but good) exercize for students would be to design

a SW algorithm for doing fl. pt. addition using only integer

operations.

SW to do fl. pt. operations is tedious. It takes lots of shifting

and masking to get the data in the right form to use integer arithmetic

operations to get a result -- and then more shifting and masking to put

the number back into fl. pt. format.

A common thing that manufacturers used to do is to offer 2 versions of the

same architecture, one with HW, and the other with SW fl. pt. ops.
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(1259.125)10 =(10011101011.001)2

1259=10011101011

.125=001

122.25 =1.2225\*10^2

100=1\*102

**10011101011.001**

Normazize

1.0011101011001\*210

(1.N)2E-127

E-127=10🡪E=137

E= 10001001
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